**Coding Practice day 2**

**1.knapsack problem**

**Code**

public class Main {

static int calcMax(int[] v, int[] w, int cap, int i, int[][] dp) {

if (i == 0 || cap == 0) {

return 0;

}

if (dp[i][cap] != 0) {

return dp[i][cap];

}

if (w[i - 1] <= cap) {

int incl = v[i - 1] + calcMax(v, w, cap - w[i - 1], i - 1, dp);

int excl = calcMax(v, w, cap, i - 1, dp);

dp[i][cap] = Math.max(incl, excl);

return dp[i][cap];

} else {

dp[i][cap] = calcMax(v, w, cap, i - 1, dp);

return dp[i][cap];

}

}

static int knapSack(int cap, int v[], int w[]) {

int dp[][] = new int[v.length + 1][cap + 1];

return calcMax(v, w, cap, v.length, dp);

}

public static void main(String[] args) {

int[] values = {60, 100, 120};

int[] weights = {10, 20, 30};

int capacity = 50;

int maxProfit = knapSack(capacity, values, weights);

System.out.println("Maximum profit: " + maxProfit);

}

}

**Output**
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TIME Complexity : O(n\*capacity)

Space Complexity : O(n\*capacity)

**2. Floor in sorted array**

**Code**

import java.util.Scanner;

public class Main{

static int findFloor(int[] array, int target) {

int length = array.length;

for (int index = 0; index < length; index++) {

if (array[index] > target)

return index - 1;

}

return -1;

}

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int size = input.nextInt();

int[] array = new int[size];

System.out.println("Enter the elements of the array in sorted order:");

for (int i = 0; i < size; i++) {

array[i] = input.nextInt();

}

System.out.print("Enter the value of target: ");

int target = input.nextInt();

int result = findFloor(array, target);

System.out.println("Output: " + result);

input.close();

}

}

**Output**

**![](data:image/png;base64,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)**

Time Complexity : O(n)

Space Complexity: O(1)

**3.**

**Code**

import java.util.HashMap;

import java.util.Map;

import java.util.Scanner;

public class Main {

public static boolean areArraysEqual(int[] array1, int[] array2) {

if (array1.length != array2.length) {

return false;

}

Map<Integer, Integer> frequencyMap1 = new HashMap<>();

Map<Integer, Integer> frequencyMap2 = new HashMap<>();

for (int element : array1) {

frequencyMap1.put(element, frequencyMap1.getOrDefault(element, 0) + 1);

}

for (int element : array2) {

frequencyMap2.put(element, frequencyMap2.getOrDefault(element, 0) + 1);

}

return frequencyMap1.equals(frequencyMap2);

}

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

System.out.print("Enter the number of elements in the first array: ");

int size1 = input.nextInt();

int[] array1 = new int[size1];

System.out.println("Enter the elements of the first array:");

for (int index = 0; index < size1; index++) {

array1[index] = input.nextInt();

}

System.out.print("Enter the number of elements in the second array: ");

int size2 = input.nextInt();

int[] array2 = new int[size2];

System.out.println("Enter the elements of the second array:");

for (int index = 0; index < size2; index++) {

array2[index] = input.nextInt();

}

boolean isEqual = areArraysEqual(array1, array2);

System.out.println("Output: " + isEqual);

input.close();

}

}

**Output**
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Time Complexity: O(N)

Space Complexity : O(N)

**4.** **Palindrome linked list**

**Code**

import java.util.Scanner;

class Node {

int value;

Node next;

Node(int value) {

this.value = value;

this.next = null;

}

}

class Main {

Node reverseList(Node head) {

Node prevNode = null;

Node currentNode = head;

Node nextNode;

while (currentNode != null) {

nextNode = currentNode.next;

currentNode.next = prevNode;

prevNode = currentNode;

currentNode = nextNode;

}

return prevNode;

}

boolean areIdentical(Node list1, Node list2) {

for (; list1 != null && list2 != null; list1 = list1.next, list2 = list2.next)

if (list1.value != list2.value) return false;

return true;

}

boolean isPalindrome(Node head) {

int length = 0;

Node temp;

for (temp = head; temp != null; temp = temp.next) length++;

if (length < 2) return true;

temp = head;

int midPoint = (length - 1) / 2;

while (midPoint > 0) {

temp = temp.next;

midPoint--;

}

Node secondHalf = temp.next;

temp.next = null;

secondHalf = reverseList(secondHalf);

boolean result = areIdentical(head, secondHalf);

secondHalf = reverseList(secondHalf);

temp.next = secondHalf;

return result;

}

public static Node createLinkedList(int[] arr) {

Node head = null, tail = null;

for (int value : arr) {

Node newNode = new Node(value);

if (head == null) {

head = newNode;

tail = newNode;

} else {

tail.next = newNode;

tail = newNode;

}

}

return head;

}

public static void displayLinkedList(Node head) {

Node temp = head;

while (temp != null) {

System.out.print(temp.value + " ");

temp = temp.next;

}

System.out.println();

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements in the linked list: ");

int n = scanner.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements of the linked list:");

for (int i = 0; i < n; i++) {

arr[i] = scanner.nextInt();

}

Node head = createLinkedList(arr);

System.out.print("The linked list is: ");

displayLinkedList(head);

Main solution = new Main();

boolean result = solution.isPalindrome(head);

System.out.println("Is the linked list a palindrome? " + result);

}

}

**Output**

**![](data:image/png;base64,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)**

Time Complexity: O(n)

Space Complexity : O(1)

**5.** **Balanced Tree Check**

**Code**

import java.util.Scanner;

import java.util.LinkedList;

import java.util.Queue;

class TreeNode {

int value;

TreeNode left, right;

TreeNode(int val) {

value = val;

left = right = null;

}

}

class BinaryTree {

boolean checkBalance(TreeNode root) {

Boolean[] result = {true};

evaluateHeight(root, result);

return result[0];

}

static int evaluateHeight(TreeNode node, Boolean[] result) {

if (node == null) {

return 0;

}

int leftHeight = evaluateHeight(node.left, result);

int rightHeight = evaluateHeight(node.right, result);

if (Math.abs(leftHeight - rightHeight) > 1) {

result[0] = false;

}

return 1 + Math.max(leftHeight, rightHeight);

}

public static TreeNode buildTreeFromLevelOrder(int[] values) {

if (values.length == 0) return null;

TreeNode root = new TreeNode(values[0]);

Queue<TreeNode> queue = new LinkedList<>();

queue.add(root);

int i = 1;

while (!queue.isEmpty() && i < values.length) {

TreeNode currentNode = queue.poll();

if (values[i] != -1) {

currentNode.left = new TreeNode(values[i]);

queue.add(currentNode.left);

}

i++;

if (i < values.length && values[i] != -1) {

currentNode.right = new TreeNode(values[i]);

queue.add(currentNode.right);

}

i++;

}

return root;

}

}

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of nodes: ");

int count = scanner.nextInt();

int[] values = new int[count];

System.out.println("Enter the elements (use -1 for null nodes):");

for (int i = 0; i < count; i++) {

values[i] = scanner.nextInt();

}

TreeNode root = BinaryTree.buildTreeFromLevelOrder(values);

BinaryTree tree = new BinaryTree();

boolean result = tree.checkBalance(root);

System.out.println("Is the binary tree balanced? " + result);

scanner.close();

}

}

**Output**
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Time Complexity : O(N)  
Space Complexity : O(h)

**6.Triplet sum**

**Code**

import java.util.HashMap;

import java.util.Map;

import java.util.Scanner;

class Main {

public static boolean hasTripletWithSum(int[] numbers, int length, int targetSum) {

Map<Integer, Integer> frequencyMap = new HashMap<>();

for (int num : numbers) {

frequencyMap.put(num, frequencyMap.getOrDefault(num, 0) + 1);

}

for (int i = 0; i < length; i++) {

for (int j = i + 1; j < length; j++) {

int currentSum = numbers[i] + numbers[j];

int complement = targetSum - currentSum;

if (frequencyMap.containsKey(complement) &&

(complement != numbers[i] || frequencyMap.get(numbers[i]) != 1) &&

(complement != numbers[j] || frequencyMap.get(numbers[j]) != 1) &&

(numbers[i] != numbers[j] || frequencyMap.get(numbers[j]) > 2)) {

return true;

}

}

}

return false;

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements: ");

int length = scanner.nextInt();

int[] numbers = new int[length];

System.out.println("Enter the elements:");

for (int i = 0; i < length; i++) {

numbers[i] = scanner.nextInt();

}

System.out.print("Enter the target sum: ");

int targetSum = scanner.nextInt();

boolean result = hasTripletWithSum(numbers, length, targetSum);

System.out.println("Is there a triplet with sum equal to " + targetSum + "? " + result);

}

}

**Output**
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Time Complexity: O(N\*\*2)

Space Complexity :  O(n)